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# Introduction

Search-based software engineering (SBSE) is the name given to the search-based optimisation subfield of software engineering. It involves using metaheuristic search techniques to find a near-optimal solution, and will result in a decent solution but cannot guarantee that it is the very best solution. Refactoring is the activity of improving the internal structure of code, while leaving the external structure unchanged. Search-based refactoring is about automatically discovering and performing useful refactorings, which has previously been a predominantly manual activity due to the difficulties of successfully locating and accomplishing this automatically. This essay will serve as a critical review of recent search-based refactoring (SBR) research articles.

“Software systems are subject to continual change and as they evolve to reflect new requirements, their internal structure tends to degrade. The cumulative effect of such changes can lead to systems that are unreliable, difficult to reason about, and unreceptive to further change.” (Harman and Tratt, 2007). The development of software is generally not a streamlined process, but one that emerges and evolves over time. Similarly to how writing numerous drafts will increase an author’s understanding of their topic and goals, code will be written and rewritten multiple times before it reaches a high standard and proficiently fulfils its intended purpose.

At the beginning of a project the software engineers will have limited understanding of the proposed software, but as their understanding of the problems at hand develops, code is expanded on to gradually implement more functionality, and then ideally optimised to improve performance, structure, error handling, and so on. This is one of the reasons why refactoring may be considered a natural part of the code writing process, while it for non-developers seems unnatural to spend time redoing and perfecting work that has already been done.

# Focus of critical review

Search-based refactoring has been used for many goals, mainly various kinds of performance optimisation issues. The focus for this essay will be the use of SBSE to locate possible areas of, as well as performing, refactoring of existing code bases, and any novel issues relating to this that need to be considered. The following research questions are posed:

R1: Have there been any novel issues raised concerning using SBSE for refactoring in the near past?

R2: What is the current goals attempted to be met by utilising SBSE for refactoring?

The research articles located in the search performed in section 3 laid a good foundation for locating the key researchers of SBSE. Mark Harman and William Langdon are both two widely published and cited researchers in the SBSE area, though Harman’s papers are represented in greater number than Langdon’s in this particular review. Marouane Kessentini is also the co-author of several papers, six of which referenced in this essay alone. He often occurs together with Mel Ó Cinnéide, Rim Mahouachi and Mohamed Mkaouer, who also took part in several of the referenced papers.

Table 1: Citation counts by author (Google Scholar, 2016a; 2016b; 2016c; 2016d)

|  |  |
| --- | --- |
| Author | Citations Since 2011 |
| Mark Harman | 9242 |
| William Langdon | 3597 |
| Marouane Kessentini | 459 |
| Mel Ó Cinnéide | 545 |

Table 1 lists citations for some of the aforementioned authors since 2011, and with over 9000 citations in the past 5 years, Harmon’s papers are no doubt widely recognised and esteemed by the community. The following bar chart of Mark Harman’s citations on Google Scholar from 2008 until April 2016 (time of writing) indicates a steady increase in interest for SBSE fields.

![](data:image/png;base64,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)

Screenshot 1: Mark Harmon citations, count included for 2015 as a point of reference (Google Scholar, 2016a)

# Survey methodology

The method behind locating research papers was through the use of Google Scholar. The reason for choosing this particular search engine is that they display articles from a variety of different sources, and is a quick way to get an overview of papers as well as an indication of their recognition in the field, as they include a count of citations for each publication. While the citation count may indicate popularity and high-quality research, it should also be noted that these may be very low for newer publications, and it is thus difficult to judge how well a paper is received by these alone. It eventually turned out that several of the papers that were included in this review did not have particularly high citation numbers, but they have only been published for roughly 4.5 years at the most, and belong to a topic that appears to be on the rise.

The search term for the first article search was “search based refactoring”, and did not include the patents or citations options that Google Scholar offer. A brief skim of the abstract for the first 50 hits deemed the majority generally relevant, so as this review aims to cover state of art, the search was narrowed down to only include articles published since 2012, resulting in a publication range of approximately 4.5 years at the time of writing. The software engineering field moves very quickly and this range appeared to provide enough relevant publications to fulfil this work’s requirements.

The following list shows search hit number, titles and publication years of the first 20 hits, sorted by publication dates in descending order. Further hits were not considered, as the relevance of the papers listed after the first 20 appeared to decrease rapidly. The entries marked with an asterix are the ones with full-text available, and the titles in bold are those of the papers that were ultimately included in the review, with justifications to follow below the table.

## Search results

Table 2: 1-20 search results for “search based refactoring” from Google Scholar (2016e)

|  |  |  |
| --- | --- | --- |
| # ft | Title | Year |
| 11 \* | **An experimental search-based approach to cohesion metric evaluation** | **2016** |
| 14 | [Book] Search-Based Software Engineering: 7th International Symposium, SSBSE 2015, Bergamo, Italy, September 5-7, 2015, Proceedings | 2015 |
| 20 | AutoRefactoring | 2015 |
| 10 \* | **On the use of many quality attributes for software refactoring: a many-objective search-based software engineering approach** | **2015** |
| 8 \* | **Search-based refactoring: Metrics are not enough** | **2015** |
| 1 \* | **Automated migration of build scripts using dynamic analysis and search-based refactoring** | **2014** |
| 3 \* | **High dimensional search-based software engineering: finding tradeoffs among 15 objectives for automating software refactoring using NSGA-III** | **2014** |
| 12 | On the use of machine learning and search-based software engineering for Ill-defined fitness function: a case study on software refactoring | 2014 |
| 13 \* | Search based software engineering for software product line engineering: a survey and directions for future work | 2014 |
| 18 \* | **[Keynote] Dynamic adaptive Search Based Software Engineering needs fast approximate metrics** | **2013** |
| 17 \* | Pareto-optimal search-based software engineering (POSBSE): A literature survey | 2013 |
| 7 \* | **Search-based refactoring detection** | **2013** |
| 9 | Search-based refactoring detection using software metrics variation | 2013 |
| 2 \* | **Search-based refactoring using recorded code changes** | **2013** |
| 16 \* | Dynamic adaptive search based software engineering | 2012 |
| 15 | Improving software security using search-based refactoring | 2012 |
| 4 | Search based software engineering: Techniques, taxonomy, tutorial | 2012 |
| 19 \* | Search-based model transformation by example | 2012 |
| 6 \* | **Search-based refactoring: Towards semantics preservation** | **2012** |
| 5 \* | **Search-based software engineering: Trends, techniques and applications** | **2012** |

## Selection criteria and excluded results

Based on the titles as well as the abstracts provided by Google Scholar, most of these 20 articles were seemingly relevant in the sense that they refer to search-based refactoring, and include at least one of the SBSE techniques in conjunction with this in some way. A closer look did however reveal that this was not the case for all of them. Several papers were excluded as they turned out to merely reference other potentially relevant papers, some of which were indeed found in the search, but those that were not have not been included as a sufficient amount of papers passed the selection criteria based on the aims of this review.

* #4 (Harman, McMinn *et al.,* 2012) was excluded, as it is a tutorial in the shape of a book chapter and not a research paper.
* #13 (Harman *et al.,* 2014) was also deemed irrelevant as it focuses on SBSE for software product lines, and only mentions refactoring in a generic listing of the possible applications of SBSE.
* #14 (de Oliveira Barros and Labiche, 2015) is also a reference to book and not an individual paper, and has been excluded.
* #16 (Harman, *Burke et al.,* 2012) is predominantly about dynamically adaptive software and not refactoring in the sense of only changing internal structure (as well as only mentioning refactoring a single time), and has too been excluded.
* #17 (Sayyad and Ammar, 2013) is a literature survey of papers using multi-objective search to find solutions, and only mentions refactoring in the titles of one of the surveyed works, which being published in 2007 also falls out of scope of this review.
* #19 (Kessentini *et al.,* 2012) does mention a plan of adapting their approach to other transformation problems including refactoring, but does not currently do so and has been excluded.
* #12 (Amal *et al.,* 2014), #15 (Ghaith and Cinnéide, 2012) and #20 (Santos *et al.,* 2015) were not available in full-text.

# Summary of reviewed papers

Following is a short summary of the ten papers that passed the selection and were available in full-text through a university account, as well as one (#8) that could fortunately be obtained directly from one of the authors.

1. “Automated migration of build scripts using dynamic analysis and search-based refactoring” (Gligoric *et al*., 2014), uses SBR to raise the abstraction level of the code, in order to assist the process of migrating build scripts.
2. “Search-based Refactoring Using Recorded Code Changes” (Ouni, Kessentini and Sahraoui, 2013) uses code changes recorded over time together with structural and semantic information, in order to come up with more precise and efficient refactoring suggestions.
3. “High dimensional search-based software engineering: finding tradeoffs among 15 objectives for automating software refactoring using NSGA-III” (Mkaouer *et al*., 2014) proposes a scalable SBSE approach based on an evolutionary optimization method, where the refactoring solutions are evaluated using 15 different quality metrics.
4. “Search-based software engineering: Trends, techniques and applications” (Harman, Mansouri and Zhang*,* 2012) provides a comprehensive review and classification of SBSE literature, identifying areas in need of more research.
5. “Search-based refactoring: Towards semantics preservation” (Ouni *et al*., 2012) focuses on finding an optimal refactoring sequence in order to minimise semantic errors while maximising code quality improvements.
6. “Search-based refactoring detection” (Mahouachi, Kessentini and Cinnéide, 2013b) uses global and local heuristic search algorithms together with the code’s structural information to automate the detection of source code refactorings, using a manually revised version as a benchmark for the automatic refactoring, aiming to keep their metrics similar.
7. “Search-based refactoring: Metrics are not enough” (Simons *et al.,* 2015) recommends that future SBSE refactoring research should keep the human-in-the-loop, in order to refactor code in a way that is helpful to the software engineers.
8. “On the use of many quality attributes for software refactoring: a many-objective search-based software engineering approach” (Mkaouer *et al.,* 2015) take on the problem of optimising conflicting objectives by introducing a multi-objective refactoring technique, evaluating refactoring solutions with a set of 8 distinct objectives.
9. “An experimental search-based approach to cohesion metric evaluation” (Cinnéide *et al.*, 2016) proposes a search-based refactoring technique used to ‘animate’ metrics and observe their behaviour in a practical setting, in order to compare and discover relationships between various metrics.
10. “Dynamic adaptive Search Based Software Engineering needs fast approximate metrics” (Harman, Clark and Cinneidez, 2013) discuss using metrics as fitness functions in order to search for sequences of refactorings and evaluate their effect on various metrics, with the goal of identifying metric relationships.

# Critical review

## Establishing previous state of art

As this review includes papers published in 2012 or later, the state of art in 2012 will be established based on the conclusions of a previous SBSE literature review, which happens to be one of the articles discovered in the search. Harman, Mansouri and Zhang (2012) identified that SBSE had been applied to refactoring, and that current research addressed their question “What is the best sequence of refactoring steps to apply to this system?”

They also reported that there had been a dramatic increase in SBSE publications in the past five years, adding justification to restricting the publication scope to roughly 4.5 years for this new review. Their work acknowledged that there had been developments in the field resulting in several various approaches to using SBSE to automate refactoring, and that the SBR work they reviewed could be partitioned into two groups based on two main goals.

Goal 1: Optimise the program

Goal 2: Optimise the applied sequence of refactoring steps

In addition to this, they observed a partitioning around whether the approach was single or multi-objective. It appears that these two goals are still some of the main objectives of SBR at the time of writing, but also that variations of these have emerged.

Under refactoring, Harman, Mansouri and Zhang (2012) have listed no papers published after 2008, but they also recognise that their review was written before SBSE has become mainstream and may not thoroughly capture the new trend. They did however identify that SBSE was moving from single to multi-objective techniques, including the refactoring area.

## Optimisation

Partially falling under the second goal, Gligoric *et al.* (2014) used SBR to explore various sequences of refactorings in order to identify the shortest possible build script. They improved the runtime of the SBR by using the partial-order reduction technique, reducing the search space by applying a model-checking algorithm. In addition to aiming to reduce the number of refactoring steps, this is an interesting use of SBR with the aim to help repurpose code. This may be a recently arisen objective, as it was not reported by Harman, Mansouri and Zhang (2012).

Ouni, Kessentini and Sahraoui (2013) also focused on optimising the refactoring suggestions, but with a more commonly observed goal in mind than Gligoric *et al.* (2014). Their solution was to use a multi-objective optimisation approach in order to improve code quality to a larger degree than the observed results of techniques using only one or two objectives. By using records of previous code changes together with structural and semantic information, they used a search-based approach to improve the efficiency of new refactoring suggestions. The fitness function included design quality, semantic coherence and similarity to previously recorded refactorings, elements whose weighing was decided by a NSGA-II algorithm.

While this approach may seem promising, the problem concerning generalisation is that it requires a record of existing code changes for a system. The future work they propose aims to remedy this by collecting refactorings from different systems and generalise their method to identify possible refactorings based on both the refactoring type as well as the context of the code. If they can achieve this, it may be a big step towards a more general-purpose refactoring tool. However, current research only seem to achieve this on a small scale, for a limited type of systems to which they have been tailored.

## Metrics as fitness functions

The work described by Mkaouer *et al*. (2014) again falls under a generic program optimisation goal. They proposed a scalable SBSE approach where they analyse refactoring solutions using 15 different quality metrics, claiming that their NSGA-III approach represents the new state of art in fully automated refactoring. Mkaouer was also part of similar research using the same NSGA-III approach with eight objectives (Mkaouer *et al.*, 2015), applied to a real-world application, and so it appears that Harman, Mansouri and Zhang (2012) were right to predict a rise in research done with multi-objective approaches.

Ouni *et al.* (2012) focused on both maximising the program structure as well as minimising domain semantic errors for their suggested refactoring sequences, but lack the breadth of objectives covered by Mkaouer *et al*. (2014) and Mkaouer *et al.* (2015) and their multi-objective approaches. However, while the multi-objective approach is reported to have a higher code smell detection rate in these studies than approaches using less metrics such as NSGA-II algorithm used by Ouni *et al.* (2012), it also has potential downsides.

It is not always a code smell can be represented by a set of quality metrics like NSGA-III method requires, or that it results in a code change the a software engineer will find more favourable than the original code. It may work well for optimising the performance of an existing code base, but that does not necessarily mean that the result will be easier to expand on. This is something Simons *et al.* (2015) try to remedy by bringing the engineers back into the refactoring process, which is reviewed under the “The human aspect” section below.

Harman, Clark and Cinneide (2013) based their work around metric relationships, more specifically on using metrics as fitness functions in order to search for refactoring sequences, and like Cinnéide *et al.* (2016), aimed to identify their relationships.

Cinnéide *et al.* (2016) established that there is generally a low understanding of the relationships between metrics and a lack of an established metric comparison methodology, which is the reason behind their novel SBR based technique used to ‘animate’ metrics in order to observe how they behave. They tested it on ten real-world Java systems, performing a variety of search techniques in order to achieve different goals such as increasing or decreasing metric agreement.

Metrics are increasingly used to base refactoring decisions on, for example such as seen in the articles by Mkaouer *et al*. (2014) and Mkaouer *et al.* (2015). They appear to be the topic of numerous pieces of research, but the current state of art appears to agree that there is no one metric that can be used to successfully rate a software system. Cinnéide *et al.* (2016) concluded that it is perhaps impossible to combine current cohesion metrics into a single metric.

## Refactoring detection

Mahouachi, Kessentini, and Cinnéide (2013b) introduced a SBR approach based on reconstructing a revised version by representing a new version by a series of refactorings performed on the original version. They hypothesise that when their metric profiles converged, the refactoring steps taken to create this new, refactored version would converge with the steps taken to refactor the original revised version. This is a more novel way of making the refactoring take on an automatic yet human-like method. Suppose that this could be generalised and taught to learn a software engineer’s coding style, it would then make refactoring decisions similar to the ones the engineer would, and consequently produce code structured similarly to what they would produce, thus resulting in code that makes sense to the engineer and is easier to maintain further.

## The human aspect

While some of the papers identified in this work fall into the two aforementioned goal-based categories identified by Harman, Mansouri and Zhang (2012), recent developments see the need of more categories in order to partition current state of art properly.

For example, Simons *et al.* (2015) encouraged researchers to study ways to keep the human-in-the-loop for future SBR work. They claim that while some refactoring metrics are more popular than others, there is little correlation between the subjective opinion of software engineers and these sought-after metrics. Thus, they find no obvious way that software can successfully assess all aspects of perceived software quality, resulting in the need for human influence in refactoring decisions. This may be perceived as backpedalling in a field that is generally concerned with automating tasks that historically have been primarily human-centric, but is in fact fitting for the current state of automated refactoring.

The process of writing code is still at a stage where the human is incredibly important, required to both understand and maintain the code base. Discovering a way of bringing the software engineers back into the loop in an task that is becoming increasingly automated, in order to influence decisions based on personal opinions, may ultimately result in solutions that are more beneficial with the way things stand. Many software engineers are notoriously sceptic of automated refactoring, and the ability to impose personal opinions on the process may increase the acceptance rate and extent of refactorings.

Should the creation of software ever become a completely or primarily automated task, it may be advantageous to exclude the human aspect, but for now, they are arguably necessary. If the paper by Simons *et al.* is to be categorised by goal like in the aforementioned review by Harman, Mansouri and Zhang (2012), the goal could fall under tailoring refactoring output to engineer preferences. While some may say that this falls under the goal of optimising the program, publications on using SBR to optimise a program are generally concerned with performance metrics and not the subjective opinions of the developers, meaning that Simons *et al.* (2015) are part of raising some essential, uncharted, and potentially very significant issues.

# Conclusions and future directions

Search-based software engineering is a field that has gained a lot of popularity in this century, resulting in some promising advances, but is still in the early stages when it comes to making an impact on refactoring. Judging by current research, a generalised SBR tool that revamps entire systems is still far away, even though steps are made in the right direction.

To conclude, and answer the research questions, there are several new and old issues regarding SBR that researchers should address. The issue of the human-in-the-loop raised by Simons *et al.* (2015) is an important, novel issue, as software engineers have always been vary of using tools to change their code. Research into how to include developers in an otherwise automated refactoring process can result in an increased approval and usage of automated refactoring tools in the developer community. The desired outcome of this is more manageable code bases and less time required to be spent on maintenance, resulting in more time available for value-adding work such as new or improved features, and overall better quality systems.

Several of the reviewed papers have brought up the issue of multi-objective refactoring, and while there have been some promising results, there is still a lot of work to be done in this field. There is little solid research done on the relationships between code metrics, and even less on methods including this in refactoring choices.

The discovery of achievable, model sets of quality or performance metrics, tailored to the needs of various types of systems, is a topic of research required to support this. These sets could be used as fitness functions as part of an automated refactoring system, providing choices based on the most favoured and useful metrics for a particular system in order to fine-tune performance-critical code.

The use of records of previous refactorings in order to support and automate future recommendations is also a topic in need of more research. With the currently widespread use of version control software such as GitHub or SVN, collecting refactoring samples would not necessarily prove an unmanageable challenge. Structured use of VCS could make this simpler if all refactoring was to be done in individual, properly categorised commits. Analysing this data in order to build a database of refactorings, as well as a system able to suggest or perform similar refactorings, would lay remarkable groundwork for a general-purpose refactoring tool.
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